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Abstract: In the field of software development outsourcing and software project management, researchers use concepts 
from economic theory to describe organizations, groups, teams, and involved people as rational actors. 
However, they fail to justify these approaches based on an appropriate understanding of the involved social 
actors’ status. The question, who really can be described as a rational actor, the organizations, teams, or the 
individual people, and which kind of rationality they provide, remains open. We have therefore analyzed the 
social structure of software development projects (SDP) as described in research literature. Based on novel 
concepts from the field of social philosophy, we have developed a social ontology (SO) of the actors in the 
context of commercial SDPs. We identified different actors at several levels, with different kinds of 
rationality. Organizations, departments, and groups may act as rational actors if following well-defined 
regulations and methods. Actor classification according to the rationality of the actors’ decision-making will 
help understand and predict their behavior and thus provide a solid base for the application of economic 
concepts to software development outsourcing and software project management research. 

1 INTRODUCTION 

During the last few decades, a lot of research 
regarding software development outsourcing and 
software project management has been using 
economic theory approaches in order to understand 
processes and actors’ behavior (cf. Benaroch et al., 
2003; Aubert et al., 2003; Beulen and Ribbers, 2003; 
Lichtenstein, 2004; Gaebert, 2014a). The prerequisite 
of this approach consists in depicting the actors as 
rational agents. However, it remains unclear who 
really is the actor: is it the individual person, the 
group or the team, or the organization. It also remains 
unanswered in which sense we can ascribe rationality 
to these actors. There is a paucity of research about 
why we are capable of describing individuals, groups, 
or organizations as rational actors, and on the 
preconditions of this description. 

In this paper, we will analyze the social structures 
existing in a software development project (SDP), 
and in this way develop a social ontology (SO) of the 
part of the world where the SDP is located. We will 
use the notion of ontology as it is used in social 
philosophy. As a philosophical discipline, it deals 
with what the social world is composed of, and with 

the basic matter and constitution of social reality 
(Pratten, 2014). Do institutions, collectives the 
entities constitute the world? Do they really exist in a 
way, that we cannot reduce them completely to the 
behavior of the individual people? The social 
ontology as a philosophical discipline tries to answer 
such questions.  

We use the notion ontology not only for the 
philosophical discipline reasoning about existence, 
but also for the result (Lawson 2014). The system of 
entities for which we are justified to say they exist, is 
the ontology of (a part of) the social world. In this 
sense, we will develop in this paper an ontology of 
the actors in software development projects by 
analyzing the rationality of these actors. 

The aim of this paper is to contribute to clarifying 
the social structure of SDPs in companies and other 
organizations, who aim at developing software 
systems supporting business process. Hence, it 
introduces an ontological basis for research in 
software development outsourcing and software 
project management. We will answer the question, 
under which conditions we are justified to describe an 
organization or a group in a SDP as a rational actor. 
From this, it is possible to answer the question if we 
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can apply economic theories based on the concept of 
rational actors to problems in SDPs. 

We will develop our argument in four steps. In 
section 2, we will give a brief literature review of the 
social structure of SDPs. Then, we will introduce 
novel relevant approaches of social philosophy such 
as intentional stance, collective rationality, and joint 
action in section 3. In the fourth section, we will bring 
both together and describe SDP actors in terms of 
social philosophy. In the last section, we will 
summarize the findings, and we will shortly discuss 
open questions on SO philosophy. We claim that 
researchers can better understand processes like 
decision-making, software production, and 
stakeholder involvement by using a clear social actor 
ontology. 

2 ACTORS IN SOFTWARE 
DEVELOPMENT PROJECTS 

If a company or an administrative authority meets a 
new challenge in its business, it often needs a new 
software system to support the changing or newly 
implemented business processes. In many cases, it is 
helpful to sign a contract with a software company 
aiming to develop the needed system (Bakker et al., 
2011, Marschollek and Beck, 2012). Due to the quota 
of failing SDPs (El Emam and Koru, 2008, Al-
Ahmad et al., 2009, Standish Group, 2010), many 
researchers have been investing a high amount of 
work over decades to find out the causes of project 
problems and to develop problem-solving strategies 
(cf. Dwivedi et al., 2013). These researchers describe 
and analyze a couple of different actors, their 
behavior, their interests, and decisions: the 
contractual partners, the stakeholders, the groups and 
teams within the SDP, and last but not least the people 
who perform the tasks. It is obvious that the 
ontological status and the kind of rationality of these 
actors must be different. 

In this section, we will analyze actor descriptions 
in the research literature on software engineering 
issues at different work levels. 

2.1 Decisions and Structures inside the 
Software Development 
Organization 

Yilmaz et al. (2010) analyze the structure of a 
software development process as being divided into 
activities and tasks assigned to organizations, teams, 
or individuals. Their aim is to use economic 

approaches like the prisoner’s dilemma from game 
theory in order to understand decision-making in 
SDPs. In an overview of relevant research literature, 
it is shown that the prisoner’s dilemma can be used to 
describe different interactions in SDPs, from 
customer-supplier interactions in offshore SDPs and 
interactions between the test team and the 
development team to the cooperation of programmers 
in extreme programming. If we take this point of 
view, we can consider all actors as rational agents, 
making their decisions by the use of well-defined 
strategies aiming at their individual and independent 
goal, i. e. to maximize their outcome. The authors 
describe a software company as a social ecosystem 
consisting of groups of individuals connected by 
information-based interactions. In such ecosystems, 
each participant has its individual strategies for 
dividing its activities into tasks. Following this line of 
reasoning, we can interpret the organization as a 
hierarchical network of organizational units which 
perform tasks or activities to reach specific goals. On 
each level of the network’s hierarchy, the actors make 
rational decisions to select a task or start an activity 
in order to reach a defined goal. 

Zannier’s and Maurer’s (2007) empirical research 
shows a similar representation of the description of 
decision-making. The authors study the agile and 
non-agile processes of decision-making in software 
development companies. The analyzed companies 
have implemented well-defined rules for evaluating 
alternatives and for making choices. The paper shows 
that both in agile and in non-agile working companies 
decision-making is due to well-established process 
definitions. Again, we can see that the individual 
programmer does not necessarily make decisions in 
the strong sense, when the individual is just following 
a predefined set of rules. There are, as the study 
shows, individual decisions based on individual 
experiences. In addition, there are decisions strongly 
determined by company regulations. Therefore, these 
are decisions using the organization’s rationality. 

2.2 Collective Structures of Software 
Engineering Processes 

An SDP is embedded in a software engineering 
environment which exists longer than the single 
project and which involves more people than just the 
project participants. Consequently, the SDP’s social 
structure is connected and included in many ways in 
a long-living and extended social structure. Tamburri 
et al. (2012, 2013) investigated the social structure of 
software engineering processes. They found four 
types of collective structures: communities, 
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networks, teams, and groups. Regarding further 
structure attributes, they discuss thirteen relevant 
types of so-called organizational social structures 
(OSS) (Tamburri et al., 2012). 

Often, communities and networks are formed 
without regard to a tangible SDP. Communities are 
implemented for sharing, maybe of an interest, of 
knowledge, or experiences. People building a 
community wish to share knowledge or experiences, 
because they have a common interest. This sharing 
may help them do their work inside the SDP, but it 
does not influence the decision-making directly 
inside the SDP. 

The purpose of a network is reaching other people 
in a defined way, mostly for information exchange. 
Networks are also independent from SDPs. They may 
build the communication infrastructure for the SDP 
participants. Consequently, they can make faster 
decisions in SDPs, but at first glance, like 
communities, they do not influence these decisions 
directly. 

Inside SDPs, we will find teams and groups. 
Groups are stable parts of an organization, for 
instance departments or long-term teams which are 
well defined and structured by the organization’s 
design principles. On the other side, teams are 
constituted in order to solve a single task, or a limited 
number of tasks. The project team is a team in the 
sense of the OSS defined by Tamburri et al. (2012, 
2013), but there are also teams inside the SDP, for 
instance the team designing the system or the test 
team. 

If we use the four concepts for the description of 
an OSS as suggested by Tamburri et al., we are able 
to describe the whole complexity of social 
dependencies between people working inside a SDP. 
We will use the terminology of these researchers in 
our following analysis of the SO of SDPs. This will 
especially help to understand decision-making and, 
therefore, the rationality of socially constituted 
actors. We will pick up on this issue again in section 
four. 

2.3 Structures of the Cooperation 
between Customer and Supplier 

Whereas the studies mentioned above investigate the 
processes within a software developing company, 
Marschollek and Beck (2012) focus on problems 
arising during customer-supplier cooperation. The 
customer needs the software system, and the supplier 
performs the SDP. The authors analyze how so-called 
cultural differences between the parties lead to risks 
and challenges in processing the SDP. As their 

empirical investigation shows, public authorities, and 
private enterprises implement extremely different 
strategies for processing tasks and solving problems. 
The organization’s culture (Kotter, 2008) determines 
these strategies. Culture defines how participants 
make their choices for actions. Therefore, from an 
external point of view, the other organization appears 
as the unknown, which is acting in a strange way. 
Problems arise when customer people and supplier 
people work together in teams for a certain period, 
and when they have to decide together in these teams. 

2.4 Summary: A Three-Level 
Hierarchy of Actors 

Summing up the results of the cited literature, we find 
a hierarchy of different actors in the SDP. Each of 
them seems to have a certain kind of rationality for 
decision-making regarding the achievement of 
specific goals (Table 1). 

Table 1: Actor levels in software development projects. 

Level Actors Examples 

Contract level Organizations Supplier, customer 

Project 
management 

level 

Groups 
Procurement department, 

test department 

Teams Project team, design team

Working level Individuals 
Designer, user, architect, 

developer 

At the highest level, we find organizations. These 
organizations make decisions in order to sign 
contracts and to process the SDP’s business issues. 
This decision-making process depends on rules 
defined within the organizations and also on the 
culture of each organization. 

At the hierarchy’s intermediate level, we find 
stable groups and short-term teams interacting for a 
certain period inside the SDP. SDP planning and 
management take place at this level. Therefore, this is 
the project management level. 

The stable groups consist mostly of individuals of 
only one organization. These individuals also work 
together outside the SDP, and often for a long time. 
These groups also follow defined regulations or 
cultural rules when it comes to organizing their work 
and making their decisions. Nevertheless, there are 
also teams consisting of individuals from several 
organizations, i.e. teams that only exist for a shorter 
period. They also have certain goals, for instance the 
specification of requirements. In such teams, we will 
seldom find an implementation of cultural rules, but 
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there possibly are defined regulations for the 
cooperation of the team members, determined in the 
contract or by standardized process models. 

Finally, at the lowest level, we find the individuals 
who do their job. This is the working level. The 
individuals make rational decisions, sometimes 
comparatively free, and sometimes strongly ruled by 
process definitions and regulations. They have beliefs 
rooted in experience and individual knowledge and 
use their means to reach desired ends. 

These individuals are connected with others 
inside and outside the SDP by networks. Since they 
need information from other people when it comes to 
making decisions, the implementation of such 
networks will influence the process and the results of 
decision-making.  

Furthermore, the individuals are part of several 
communities. These communities may influence the 
individuals’ preferences and values. Therefore, also 
community membership can be of significance for 
decision-making inside the SDP. 

Figure 1 shows our picture of the social structure 
of an SDP’s environment. The blue circles symbolize 
the individuals, and the lines connecting the 
individuals symbolize the networks the individuals 
are involved in.  

To understand the social complexity of an SDP, 
we must analyze how decision-making works at the 
different levels of the described social structures. In 
this context, it may be helpful to use the concepts of 
philosophical SO, because these concepts provide a 
systematic description of the rationality of social 
actors. We will introduce these concepts in the next 
section. 

3 SOCIAL ACTORS AND THEIR 
DECISION-MAKING 

In this section, we will briefly provide the basic 
concepts of SO needed for ascribing an independent 
status of existence to the social entities described in 
the previous section. Starting from there, we will 
derive rationality criteria for these entities.  

3.1 Intentional Stance 

In descriptions like those depicted in the previous 
section, we obviously take up the intentional stance 
described by Dennett (1981). This means that we 
attribute beliefs, desires and actions to an object, even 
if it is not an individual person. Strictly speaking, we 
do not say that these objects really do have beliefs and 
desires. As Dennett stated, we make propositions 
about the question concerning which beliefs the 
object ought to have, and which desires it ought to 
have, and whether it has some kind of rationality. 

Tollefsen (2002) shows that we can take up the 
intentional stance to describe and interpret 
organizations. As this author states, if we ascribe 
responsibilities to organizations like companies or 
states, we must also accept that these objects are 
intentional systems as defined by Dennett.  

Tollefsen (2004) suggests to closely connect 
intentionality with rationality. This means that the 
intentional system has the ability to assess its beliefs 
with regard to consistency and truth, and that it can 
derive the right action from these beliefs in order to 
reach the desired goals by making stable decisions. 

Therefore, we can describe an intentional object 
acting in such a way as a rational actor. 

 

Figure 1: Collective actors in SDPs. 
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3.2 Organizations as Rational Actors 

As Tollefsen shows, in this sense organizations are 
able - as organizations - to testify to propositions 
because they can produce stable testimonials and 
because other organizations and individual persons 
accepted them as testifiers (Tollefsen, 2011). As 
Tollefsen shows, organizations have the ability to 
generate their own rationality through stable methods 
and regulations for information processing regarding 
goal definition, belief generation, and decision-
making. 

If we consider the organization as a rational actor, 
we suggest that there is a necessary precondition that 
these methods and regulations be implemented as 
institutions, according to the signification introduced 
by Searle (see for instance Searle, 2006). As 
suggested in section 2.3, we can call these accepted 
methods and regulations the culture of the 
organization. 

3.3 Conditions of Joint Actions 

Nevertheless, not every defined group of people and 
not even every organization possess such an accepted 
set of regulations and methods. Thus, there are 
organizations that are not in a state of rationality (see 
Gallotti, 2011). Therefore, we cannot attribute them 
as rational actors (cf. Tollefsen, 2011). Nonetheless, 
as shown by Pettit and Schweikard (2006), there are 
other kinds of actions in groups without group 
intentionality in a strong sense. These authors argue 
that in the case of joint actions each individual person 
belonging to the group must have a set of beliefs and 
intentions.  

We must ask how this complex set of beliefs and 
intentions is possible. Pettit and Schweikard (2006) 
suggest that we are capable of having the required 
beliefs because we are social beings. In addition, 
considering our natural and social history, we have 
developed an ability to detect such possibilities for 
joint action. We think this is not sufficient. After 
having discussed some examples from everyday SDP 
experience, we will discuss this issue shortly in the 
last section of the paper. 

4 COLLECTIVE RATIONALITY 
IN SOFTWARE 
DEVELOPMENT PROJECTS 

We are now coming back to the organizations, 
groups, teams, communities, networks, and 

individual persons acting within the SDP as 
announced in section 2 of this paper. We will analyze 
below how to describe them as rational actors, in 
particular by analyzing the rationality of their 
decision-making. 

4.1 Suppliers and Customers as 
Rational Actors 

First, it seems obvious that the customer and the 
supplier, as with companies or public authorities, are 
organizations in the sense defined by Tollefsen 
(2002). They do not only act by delivering documents 
like specifications, by signing contracts, producing 
and delivering software, and finally by accepting the 
product and paying the amount of money agreed. All 
these actions can be interpreted as a testifying of 
propositions. The customer, as an organization, 
demands fulfillment of the requirements. The 
supplier, as an organization, declares that he is able to 
produce the needed system. In addition, it is the 
supplier who demands fulfillment of the customer’s 
obligations, and who declares the readiness of 
delivery. Finally yet importantly, it is the customer 
who accepts the delivered software system. 

Furthermore, we find clear regulations on 
decision-making in nearly all organizations. 
Therefore, we can attribute rationality to them. We 
find mechanisms to generate collective knowledge 
and to testify propositions regarding the organization 
itself or its business partners. 

Nevertheless, we must be careful. Personal 
relationships or individual power often bypasses and 
avoids well-defined regulations in organizations (cf. 
Narotzky, 2007, Edum-Fotwe and Price, 2009). In 
this case, it gets harder to attribute rationality to the 
organization and to describe it as a rational actor. In 
order to be a rational actor, a true believer, it is not 
only necessary to produce testimonials, but also to 
produce them in a stable and understandable way.  

Stable means that a proposition testified today as 
true must be true tomorrow if the relevant 
preconditions are unchanged. If a customer states 
today that the requirements are completed, and if 
tomorrow he delivers further requirements or major 
change requests, we cannot attribute rationality to this 
organization. We suggest to take into consideration 
the following preconditions for ascribing rationality 
to an organization. The organization has defined 
regulations. In addition, by culture and tradition, or 
by management authority and power, these 
regulations are well implemented in the everyday 
work of the organization. 
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In other words, the other party does not need to 
have knowledge of the regulations and processes 
leading to a decision or a testimonial. The actor must 
at least produce similar testimonials under similar 
conditions. Knowing the conditions, another actor 
can then generate a prediction. Should this prediction 
fail repeatedly, it is difficult to ascribe rationality to 
the actor who makes a decision or testifies a 
proposition. Concerning the intentional stance 
according to Dennett (1981), we can describe how the 
actor ought to decide and what he ought to state if he 
is rational. From this, we can derive predictions about 
his rational behavior. This prediction can be derived 
from previous observations. Nevertheless, we will 
only be successful in our predictions if the actor acts 
under similar circumstances and in a similar way. 

Against this background, it is remarkable that an 
SDP is an exception for many customers, whereas it 
should naturally be the supplier’s daily business. In 
exceptional business cases, of course, the 
organization normally has no regulations 
implemented as a culture. We must face the fact that, 
in an SDP, a supplier will often be a rational agent, 
whereas the customer’s maturity in decision-making 
in SDP may be lower. This corresponds to the fact 
that research literature in the field of project 
management and decision-making in SDPs focuses 
on the supplier’s side. The awareness for research 
need is obviously higher than on the customer’s side. 

Therefore, we are only justified in considering 
SDP customers and SDP suppliers as rational actors 
under the stated precondition of well implemented 
relevant regulations on both sides. Only then, we will 
be entitled to use rationality-based concepts from 
economic theories and game theory for the 
description and understanding of the project parties’ 
behavior.  

4.2 Actors inside the SDP: Groups and 
Joint Teams 

Inside the SDP, there are a lot of comparatively stable 
groups, but also temporary teams. We do not wish to 
make detailed empirical claims about the structure of 
these groups, but from the considerations of the 
previous section we will derive some criteria of 
attributing rationality and intentionality to these 
groups. 

Some parts of an organization are stable groups. 
They act like organizations and have implemented 
regulations by authority or by culture. Development 
departments working according to quality standards 
as CMMI or using agile methods (see Zannier and 
Maurer, 2007) are rational actors as we see them. We 

can also maybe consider the customer’s procurement 
department as a rational actor, because it follows 
documented regulations when selecting a supplier 
and negotiating the contract. 

Other SDP stakeholders lack the criteria of 
intentionality and rationality in decision-making. If 
we consider the customer’s business department in 
need of the software system, we can expect it to have 
implemented well-defined regulations in its everyday 
business. Therefore, it works as a rational actor. 
Nevertheless, it lacks those kind of regulations for 
requirement definition regarding the needed software, 
the testing of the delivered system and the testimonial 
production for its final acceptance.  

Inside the SDP, the parties will often establish 
joint teams - some teams for project governance such 
as project management boards, and others for the 
processing of common tasks like specifying 
requirement details or performing system tests. We 
can hardly consider these teams as rational actors, but 
sometimes we can say that they perform joint actions. 
In SDP, we refer to this as collaboration. 
Collaboration is not necessarily in agreement with the 
rational goals of the organization (Axelrod, 1984; 
Ketchley, 2014). It is possible, in joint action, to see 
people from both parties agreeing to close testing 
before having executed all test cases, or agreeing to 
neglect security issues in the interest of saving time, 
or agreeing in reaching an agreed due date.  

4.3 Individuals as Actors inside the 
Software Development Project 

Finally, we have to consider the question if the 
individuals can be described as rational actors when 
working in an SDP. Since they are human beings, 
they have of course beliefs and desires. Furthermore, 
they have intentions and they will act accordingly. 
However, from the project’s point of view, not all of 
these beliefs and desires are relevant. Researchers 
wish to describe the programmers, managers, 
analysts, and users as rational actors, using economic 
theories like game theory to understand their behavior 
(as in Yilmaz et al. 2010, Yilmaz and O’Connor 2012, 
Zannier and Maurer 2007). In this case, we must 
answer the question whether the involved subjects 
have desires and beliefs within the SDP context, and 
if their decision-making is rational with respect to 
these desires and beliefs. If they make their decisions 
in order to reach goals outside the SDP and not 
reducible to SDP relevant goals, or if they act strictly 
according to regulations or instructions from an 
authority, we are not justified in describing them as 
rational actors inside the SDP. 
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Table 2: Ontology of actors in software development projects. 

Actor Rationality of decision-making How to understand the actor 

Organizations and 
stable groups 

Defined by regulations implemented by 
culture or authority 

Understand the regulations, check the implementation 
degree 

(Project) Teams Mostly no rationality Understand the members, check potential joint actions 

Individuals 
Human rationality, if not strongly guided by 
regulations of the organization 

Understand individual beliefs and goals, check the 
implementation degree of regulations, check 
dependencies regarding communities and networks 

 

Beside this, the behavior of individuals will 
influence the rationality of organizations and groups. 
The collective rationality of these actors depends on 
the rule-following of the involved individual people. 
Only if they follow the rules, based on authority and 
power of the organizations’ managerial staff, or based 
on a well-implemented organizational culture, the 
organization will act rational. Since the individuals 
are not just embedded in one organization, conflicting 
demands from different rules may influence their 
behavior.  

Furthermore, people may be part of one or more 
communities, having implemented their own culture. 
The culture of a community may determine the 
behavior of the individual also inside the SDP and can 
disturb the rationality of the groups and 
organizations.  

Finally yet importantly, it is necessary to analyze 
the influence of implemented networks on the 
behavior of individuals. Networks may support the 
organization’s defined norms and regulations, but 
they may also allow them to bypass the regulations. 
Networks then also disturb the organization’s 
rationality. 

5 CONCLUSIONS 

In this paper, we introduced a social ontology in order 
to clearly differentiate between kinds of collective 
rationality as a basis of decisions, beliefs, and actions 
in the context of SDPs. We are thus contributing to 
clarify the social structure of SDPs. This will be a 
solid foundation for the application of economic 
concepts using the notion of rational actors to 
software development outsourcing and software 
project management research.  

We have found three kinds of social actors inside 
the SDP. Table 2 sums up this classification. 

First, there are organizations acting according to 
regulations well implemented by culture or authority. 
The involved companies may act as organizations of 
this kind, but also company departments or other 

stable, long-existing groups. We can ascribe 
rationality in decision-making to these organizations 
due to the understandable regulations they have 
implemented. Other actors can understand and predict 
these actors’ behavior through the understanding of 
their goals and regulations if the implementation 
degree is at least observable from outside the 
organization. 

Secondly, there are teams who just exist for a 
short time during the project. These teams often have 
no well-implemented regulations, and, therefore, we 
cannot ascribe rationality to these teams, although 
they may have goals and make decisions. It is difficult 
to understand and predict these teams, but we can use 
the concept of joint action in order to derive collective 
behavior predictions from the understanding of the 
members’ individual beliefs and goals. 

Finally, there are individuals. If they act according 
to their own beliefs and goals without a strong 
binding to regulations of the organization they belong 
to, we can ascribe a real human kind of rationality to 
them. We may understand and predict their behavior 
by using our own rationality. On the other hand, if 
they only act according to the organization culture or 
to authority instructions, they have no own rationality 
inside the SDP. 

Based on an analysis of decision-making of 
collective and individual actors, it shall be possible to 
classify them as rational actors. This will be helpful 
to understand the stability of software requirements, 
conflicts between contractors, the dynamics of system 
usage, and software systems acceptance. 
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